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ABSTRACT 

Multipliers are used in many applications especially in computers. A personal 

computer (PC) utilizes multipliers to perform calculations. Thus, having a multiplier 

with great speed will definitely boost the performance of a PC. Based on this, the 

purpose of the Final Year Project is to perform a comparison study on multiplier 

algorithms using Verilog HDL. Four multipliers have been selected to be the subject 

of study. The multipliers are Ripple Carry multiplier, Carry Save multiplier, Wallace 

multiplier and finally the Dadda multiplier. The propagation delay of each multiplier 

is determined to check their performance in terms of speed. The outcome of this 

project has showed that, among these four multipliers, Carry Save multiplier has 

exhibited the smallest amount of propagation. Therefore, it is the fastest multiplier out 

of the four that are studied whereas Dadda multiplier shows the least number of logic 

elements used up until 6-bit multiplication process. 
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CHAPTER I 

INTRODUCTION 

1.1 Background of Study 

Multipliers are used in many applications especially in computers. A 

personal computer (PC) utilizes multipliers to perform calculations. Thus, having 

a multiplier with great speed will definitely boost the performance of a PC. 

Therefore, this study will focus mainly on the speed performance of digital 

multipliers implemented in different ways. The purpose is to develop a 

comparison of speeds between several digital multipliers that are implemented in 

different methods. This is important as speed is a crucial factor in any digital 

design especially when the gates are connected in series. This can lead to a major 

time delay that will of course, affect the speed performance. 

1.2 Problem Statement 

In digital design area, there are many kinds of multipliers. Since there are so 

many ways to implement a multiplier, the issue of speed arises. Multipliers are 

commonly found in the computer systems area whereby it is used in the basic 

structure of the computer itself. Therefore, if the delay time is too great, it could 

and would affect the whole computer performance. Thus, the issue of speed is 

considered as a major issue in digital design. 
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1.2.1 Objective and Scope of Study 

The objective of this project is to determine the propagation delay of each 

multiplier. Therefore. a multiplier needs to be designed and simulated to ensure 

that it is giving the expected correct output. The study covers several multipliers 

such as Ripple Carry Multiplier, Carry Save Multiplier, Wallace Multiplier and 

finally Dadda Multiplier. 
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CHAPTER2 

LITERATURE REVIEW I THEORY 

2.0 Propagation Delay 

Propagation delay occurs between the time that an input changes and the 

time taken by the output to change accordingly [1]. As shown in Figure 2.1, 

propagation delay is divided into two which are, the propagation delay high-low 

and propagation delay low-high [2]. Propagation delay high-low occurs because a 

change in the input from the logic state '1' to the logic state '0' is detected and 

the output signal takes some time to change accordingly. Propagation delay low­

high is the exact reverse of propagation delay high-low. In this project, the worst­

case propagation delay is determined so that the maximum frequency that the 

design can run on can be calculated. 

1r,1 -1>- OUT 

IN ____r--L_ __ 

OUT Tplh B 1: ~ 

Figure 2.1 : Propagation Delay 

2.1 Basic Components of a Multiplier 

Below are the basic components of a multiplier; a half adder and a full 

adder. Both components are used in a multiplication process because a multiplier 

needs adder to sum up the partial products. 
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2.1.1 Half Adder 

A half-adder is one of the two types of adder. The basic concept is that, a 

half-adder accepts two binary inputs and produces a sum output and a carry 

output. Below is a logic circuit diagram of a half-adder and the corresponding 

truth table as shown in Figure 2.2 and Table 2.1 [3]. 

Table 2.1 :Truth Table for Half Adder 

A \~ s B ;!_// 
A B Cout L: 
0 0 0 0 

0 1 0 1 

f--------

'------- c 1 0 0 1 

1 1 1 0 

Figure 2.2 : Half- Adder Schematic 

2.1.2 Full adder 

On the other hand, a full adder is able to accept one more bit which is the 

input carry bit, Cin. Therefore, the logic circuit diagram for the full adder looks 

like as shown below in Figure 2.3 and its truth table in Table 2.2 [1]. 

Figure 2.3 : Full Adder Schematic 
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Table 2.2 shows the two outputs; Carry-out bit ( Cout) and Sum-bit ( I ) 
given certain inputs which are A, B and Carry-in bits. 

Table 2.2 : Truth Table for Full Adder 

A B Cin Cout I 
0 0 0 0 0 

0 0 1 0 I 

0 I 0 0 1 

0 I I I 0 

I 0 0 0 1 

1 0 1 1 0 

1 1 0 1 0 

1 1 1 1 1 
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2.2 Types of Adder 

This section will discuss two types of commonly used adders which are 

the Ripple Carry Adder and Carry Save Adder. 

2.2.1 Ripple Carry Adder 

The block diagram for a ripple carry adder is shown in Figure 2.4. A 

ripple carry is a type of parallel adders found in digital world. A ripple carry 

adder is where the carry output of one stage is being used as input to a full adder 

in the next higher stage [I]. The carry output of a lower stage adder is connected 

to the carry input of the next higher adder stage. A 4-bit ripple carry adder can be 

formed by cascading four !-bit full adders in a chain where the carry generated 

by one unit is then being passed forward to the next full adder via the carry input 

port of that adder. Figure 2.4(a) below shows the block diagram of a 2-bit Ripple 

Carry Adder. 

ao bo 

FA HA 

+ + I + 
so 

(a) 
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Figure 2.4 (b) below depicts the block diagram for a 4-bit ripple carry adder. 

ao bo 

FA I+- FA I+- FA +-- HA 

+ + J + + + 
sz so 

(b) 

Figure 2.4: (a) 2-bit full adder block diagram (b) 4-bit full adder block diagram 

Figure 2.5 shows the logic gate diagram of 4-bit ripple carry adder with 

the Carry bit highlighted. Theoretically, this path is the longest path that causes 

the delay in the ripple carry adder [2]. 

r -----------, 
I I 
I I 
I I 
I I 

I 

s 
0 

-----------, 
I 

v::FU--,1 
I 

,_ ___________ _ 

B A, 

r -----------, 
I I 
I I 
I I 

c I I 
I 

I 
lc2 

I C4 
I I 
I I ,_ ___________ _ 

s, 

Figure 2.5 : Schematic of 4-bit ripple carry adder with Carry bit highlighted 
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Shown below in Figure 2.6 is the design hierarchy of the ripple adder [2]. 

A half-adder consists of logic gates 'XOR' and 'AND'. By using two half-adders, 

a full adder is then constructed. In order to create a 4-bit ripple adder, four !-bit 

full adders are used. 

Ripple_ adder 

I 
~ ~ ~ ~ 

full adder full adder full adder full adder 

I 
~ ~ 

half adder 
I I 

half adder 

1 
r l 

xor and 

Figure 2.6 : Design Hierarchy of a 4-bit Ripple Adder 
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2.2.2 Carry Save Adder 

If a carry save adder is briefly looked at, it does not look any different 

from a typical full adder. A carry save adder still accepts three inputs and 

produces two outputs. However, when this adder is used in a circuit, it obviously 

differs in the carry bit aspect. The figure below, Figure 2.7 demonstrates clearly 

the difference between a carry save adder and a typical full adder [ 4]. 

tl~ y " !I z 

~~~ . 

' 
• 

' 
' 

Cout- FA -c,rn ~· CSA 

' 

I I 
. - ~ 

.9 c 8 

Figure 2.7: A Full Adder (FA) and a Carry Save Adder (CSA) [4] 

A Carry Save adder also has the same basic components as the previously 

discussed Ripple Carry adder. The design hierarchy for the Carry Save adder is 

shown in Figure 2.8 below. 

I 
Carry Save Adder 

I 
~ ~ ~ ~ 

full adder full adder I 
full adder full adder 

I 
~ ~ 

half adder half adder 

I 
r ~ 

xor and 

Figure 2.8 : Design Hierarchy for Carry Save Adder 
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The Carry Save Adder usually consists of n number of full adders. The 

full adders are connected in such a way that the carry bit is propagated to the next 

layer of addition process. This means that, each layer of adders can perform 

addition without waiting for the carry bit input from the previous stage. Shown 

below in Figure 2. 9 are the block diagrams for a 2-bit and a 4-bit carry save 

adder. 

bo ao 

HA 

HA 

(a) 

bo ao 

HA HA HA HA 

so 

(b) 

Figure 2.9: (a) 2-bit Carry Save Adder (b) 4-bit Carry Save Adder 
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2.3 Types of Multiplier 

This section discusses four types of multipliers which are Ripple Carry 

Multiplier, Carry Save Multiplier, Wallace Multiplier and Dadda Multiplier. 

2.3.1 Shift-Add Multiplier 

As the name suggests, a shift-add multiplier shifts the product bits before 

adding them together much like a normal multiplication method. This is further 

illustrated below. 

Table 2.3 : The Bit Product 

A1 Ao A B AxB 
X 81 Bo 

A1Bo AoBo 0 0 0 

+ A181 Ao81 0 1 0 

CJ C2 C1 Co 1 0 0 
Figure 2.10 : Normal Multiplication 

1 1 1 

There are a few types of shift-add multiplier. Each one differs from one 

another in terms of the adder component used in the array. 
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2.3.1.1 Ripple Carry Multiplier 

This type of multiplier is constructed from several half adders and full 

adders. Shown below in Figure 2.11 is the block diagram of the shift-add 

multiplier using ripple carry adder to sum up the partial product bits. The partial 

product bits are the logical 'and' from each input [5]. 

FA k- FA ~ HA 

I __j LJ 

Ps 

FA f- FA f- FA f- HA 

FA 1+- FA 1+- L,F;-A--,---.1~~ H~A--.--J 
LJ LJ lS 

Prods Prod1 Prodo 

Figure 2.11 : Block Diagram of 4-by-4 bits Ripple Carry Multiplier 

Since ripple carry adder is used to sum up the bit products, it is expected 

to have a maximum delay from the Least Significant Bit (LSB) to the Most 

Significant Bit (MSB). 
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2.3.1.2 Carry Save Array Multiplier 

This type of multiplier fundamentally produces the same gate delay as the 

ripple carry array multiplier shown previously [ 6]. However, the difference 

between the two multipliers is that a Carry Save Array Multiplier does not 

perform the carry chain. Instead, it passes the carry bit to the next layer of adder 

to be added together with other bit products. Due to this matter, the multiplier is 

called "Carry Save" Array Multiplier. Shown below in Figure 2.12 is block 

diagram of a Carry Save Array Multiplier. 

HA HA HA 

FA FA FA 

.---- L__ .----

Pn P12 

FA FA FA 

J 

FA ~ FA 1- HA 

Prods Pro do 

Figure 2.12 : Block Diagram of 4-by-4 bits Carry Cave Multiplier 
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The last layer of the addition part uses ripple carries technique. To yield a 

smaller propagation delay, this process can be substituted with a faster carry tree 

adder. 

2.3.2 Wallace Multiplier 

For this type of multiplier, the partial products are generated in the same 

manner as the shift-add multiplier whereby n number of AND logic gates is used. 

Wallace multiplier tries to reduce as many partial products as possible in a single 

reduction layer. These partial products are reduced to a final level with a height 

of two. Then, ripple carry adders are used to complete the reduction. The length 

of the adder, m depends on the number of bits, n. 

RCA length, m = 2(n) ~ 2 [7] 

Each sub-section below will discuss in length on several n-bits 

multiplication process. The number of reduction level is done according to Table 

2.4 [8]. 

Table 2.4: Table of Reduction Stages for Wallace and Dadda Multipliers 

Number of bits, n Number of Reduction Level 

2 0 

3 I 

4 2 

5-6 3 

7-9 4 

10-13 5 

14-19 6 

20-28 7 

29-42 8 

43-63 9 

64-94 10 
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2.3.2.1 2-bit Wallace Multiplier 

Based on the concept on Wallace Multiplier mentioned earlier, it is 

required that the partial products are reduced to a level with a height of two. For 

two-by-two multiplication process, the partial products generated are already in a 

level with a height of two. Therefore, it needs no further reduction process. The 

diagram will give a better understanding. 

A1 Ao 
X 81 Bo 

A1Bo AoBo } 
Partial products with a 

+ A1B1 AoB1 
height of two 

P3 P2 P1 Po 

2.3.2.2 4-bit Wallace Multiplier 

Based on the Table 2.4, the number of reduction performed is two. The 

first reduction is to a height of three as shown in Figure 2.14. Then, the partial 

products are further reduced to a height of two. The reduction process uses 

several counters. There are two types of counters which are three-to-two (3, 2) 

and two-to-two (2, 2). The last stage is to complete the multiplication using ripple 

carry adder of length m. 

• ••• •••• •••• •••• :<-.--.-.><- • 
•••• .-.-.--.;<-•• •••••••• 

Figure 2.14 : Dot Diagram for a 4-bit Wallace Multiplier [7] 

15 



2.3.2.3 6-bit Wallace Multiplier 

As described in Table 2.4, the nwnber of reduction stages of a 6-bit 

multiplier is three stages. For a 6-bit multiplier, the partial products generated 

initially are of a height six. Since it requires three stages of reduction process, the 

first stage will be to reduce the partial products to a height of four, then three and 

finally to a height of two. The multiplication process is completed by using ripple 

carry adders. Figure 2.15 shows the dot diagram for a 6-bit Wallace Multiplier. 

•••••• •••••• •••••• •••••• ••••••• •••••• 

•• u:;-.,-.,-.;-•• 
•••••• H?.{fW••• 

••••••••••••• 
Figure 2.15 : Dot Diagram for a 6-bit Wallace Multiplier 

2.3.2.4 8-bit Wallace Multiplier 

For an 8-bit Walla(;e multiplier, the number of reduction required is four 

stages. The first stage is to reduce to height of six, then four, three and finally 

two. The multiplication process is also completed using ripple carry adder. 

16 



The figure below, Figure 2.16 shows the dot diagram of the multiplier. 

The 'crossed diagonal' line represents (2,2) counters and the single diagonal line 

represents (3,2) counters. 

• ••••••• •••••••• •••••••• •••••••• •••••••• •••••••• •••••••• •••••••• 

Figure 2.16: Dot Diagram for 8-bits Wallace Multiplier 

2.3.3 Dadda Multiplier 

Dadda multiplier works in similar manner as the Wallace multiplier. It 

also consists of three stages which are; (1) partial products generation using AND 

logic gates, (2) partial product reduction and (3) using adders to complete the 

multiplication. However, unlike Wallace multiplier, Dadda multiplier does not try 

to reduce the partial products all at once. Instead, it only reduces partial products 

that exceed the required reduction. The sub-sections below will discuss this 

multiplier in length [7]. 
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2.3.3.1 2-bit Dadda Multiplier 

Same as Wallace multiplier, a 2-bit Dadda multiplier reqmres no 

reduction because the partial products are already in the final height of two. 

Therefore, the output of the multiplication process can easily be obtained straight 

from the output of each adder components. 

A1 Ao 
X 81 Bo 

A1Bo AoBo } Partial products with a 

+ A1B1 Ao81 
height of two 

P3 P2 P1 Po 

Figure 2.17 : 2-bit Dadda Multiplier 

2.3.3.2 4-bit Dadda Multiplier 

A 4-bit Dadda multiplier also requires two reduction stages as shown in 

Table4. The first reduction is to height of three and finally to a height of two. The 

multiplication process is completed using ripple carry adder to sum up the 

reduced partial products. The dot diagram in Figure 2.18 shows the partial 

products that are reduced. Notice that in the second layer partial product, only a 

few are reduced. 

• ••• •••• •••• •••• 
·~.-:::· •••• :::v.-.;::• •••••••• 

Figure 2.18 :Dot Diagram for a 4-bit Dadda Multiplier [6] 
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2.3.3.3 6-bit Dadda Multiplier 

A 6-bit Dadda multiplier requires three reduction stages. The first one is 

to reduce the partial products generated from the AND logic gates to a height of 

four, then to a height of three. Next, it will be reduced further to achieve the final 

height of two before adders are applied to complete the multiplication process. 

The reduction concept of the previously discussed 4-bit Dadda multiplier is 

applied in this multiplication process. Figure 2.19 shows the dot diagram for a 6-

bit Dadda Multiplier. 

•••••• •••••• •••••• •••••• •••••• •••••• 
:-t~~===· ......... , ... ............. 

P???.--?M:• •••••••••••• 
Figure 2.19 : Dot Diagram for a 6-bit Dadda Multiplier 

2.3.3.4 8-bit Dadda Multiplier 

As the number of bits, n increases, the number of reduction stages also 

increases. For an 8-bit Dadda multiplier, the required reduction stage is four 

stages. The first stage reduced the partial products of height eight to a height of 

six and the second stage reduces them further to a height of four. The process 

continues with the partial products being reduced to a height of three and finally 

to a height of two. The multiplication process is completed using ripple carry 

adders. 
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Shown in Figure 2.20 is the 8-by-8 bits dot diagram for Dadda multiplier. 

As can be seen, only certain partial products are reduced to achieve the required 

reduction. 

• ••••••• •••••••• •••••••• •••••••• •••••••• •••••••• •••••••• •••••••• • ···:::-ffii. • ••••• ••• • •••• ••• • •••• ••••••••• ••••••• •••••• 

• :;-...-.,-.,-...-.,-..,-.-M:: • 
•••••••••••• :>-..--.--.............. ..,. .... ..--.;;:: • •••••••••••••••• 

Figure 2.20 : Dot Diagram for an 8-bit Dadda Multiplier 
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CHAPTER3 

METHODOLOGY I PROJECT WORK 

3.1 Project Flow Overview 

The first stage of the project is to conduct research work. Research work 

is done to select the types of adders that will be used in the project. By doing 

research, a better understanding of the operations of the adders is achieved. 

Source of information is not only limited to books but also includes group 

discussion. 

The second phase of the project is to understand the programmmg 

language used for the project which is the Verilog HDL. Verilog is a widely 

accepted language for VLSI design [5]. Therefore, the time allocated to be 

familiarized with Verilog is used to understanding the constructs in Verilog such 

as the basic ofthe language, its convention and so on. 

With the second phase of the project is still on-going, the coding for 

adders begins. By using trial-and-error method, many codes are generated and 

simulated to find the eliminate errors in the coding of the adders. A lot of time 

has been spent in trying to convert the understanding of the adder operation into a 

workable Verilog code. 
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The figure below, Figure 3.1 shows the general project flow. 

[-- Research Work J 

D 
[Coding for Adders I 

Simulation 

D 
Analyze results 

D 
Implementation on FPGA 

D 
["Observe output waveform of FPGA J 

Figure 3.1 : General Project Flow 

3.1 Methodology 

As mentioned in the previous section, before being able to design the 

multiplier, concept of the multiplier operation must be first studied. This is to 

ensure that the result obtained during the simulation phase is the same as the 

calculated result. Therefore, as shown in the detailed project flow, understanding 

the design concept is the first stage. 

The next stage of the project is to transfer the understanding gained on the 

multiplier design into a block diagram. Working with block diagrams is much 
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easier than complicated texts. 

Using the block diagram created earlier, the designing stage of the project 

can begin. Assigning variables in the design becomes a lot easier with the help of 

the block diagram. Since this project uses Verilog HDL as the programming 

language, thus Verilog is selected in the pop up window of the Quartus II 

software as shown in Figure 3.2. Compiling the design is the next process that 

must be done. Compilation is done to check syntax errors. Figure 3.3 is the 

compiler tool. 

De'¥ice DesisJl F1es Other Fies 

AHDLAe 
Block D iagam/S chematic Fie 
EDIF Fie 

OK Cancel 

Figure 3.2 : Creating a New Design File 

:..., Compiler Tool t}§~ 

Analy= Zt Synthesis 

0~ 

00:00:00 

..,. .l~l\ 

~ St«t J 

Rter 
0 ~ 

00:00:00 

~ 

0'-
00:00:00 

·~J -' ~ 0 

Ide 

0 ~ 

00:00:00 

Figure 3.3 : Compilation Window 
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If the design is found to contain error, the design file needs to be checked 

again based on the error message that will nonnally appear after the compilation 

process. The next part of the project, which is to perform functional simulation, 

can only be started after successful compilation process. Functional simulation is 
I 

one of the three simulation options that are available in Quartus II. It assumes th4t 

the logic elements and interconnection wires are perfect. Therefore, there is no 

delay in propagating the signals in the design circuit. Functional simulation can 

be said as verifying the functionality or correctness of the circuit as designed. rn 
simple words, it is done to help designers check whether the design file is giving 

expected output. 

Figure 3.4 shows the Simulator tool with Functional simulation mode 

selected. 

~ Simulator Tool ~~~~ 

Generate Fll'lclional Sintjatjoo Netisl 

End siTUation at 

SiTUation options 

~ Altomaticaly add pim to siTdation Wpt.t waveforms 

Dieck Wpt.ts 

_j 

~------------------- 0 
000000 

Sttwt _j _j ~ Open j di1> A eport J 

Figure 3.4 : Functional Simulation Window 
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Figure 3.5 shows an example of the Functional simulation mode. Notice 

that the output is obtained as the same time as the input. 

!i: . ./rc_curaymuiUrc_arraymult_functional. vwt • ~§~ 

Master Tine Bar: 0 ll$ • • Porter. 17 ns Interval: 3. 7 ns Start: El'lli 

11} p ns wp_ns __ _ 3rl[)ns 
I 

40pns 

< ) < 

Figure 3.5 : Example of Functional Simulation Output 

All designs in this project are simulated on EPF10K70RC240-4 which is 

available in Quartus II as shown in Figure 3.6. 

Select the family .¥.:f device you wari to target fOf compiation 

F amiy. FLEX1 OK 

Device & Pil Optiom... J 
Target device 

At.to device selected by the Filter 

• Specific device selected n'Avaiable devices' at 

Avaeble devices: 

Name LEs Memor ... 
EPf1 OK2CFIC240-4 1152 12288 
EPf1~1240-4 1152 12288 
EPf1 OK3lFIC240-4 1728 12288 
EPf1 0K3(JU240-4 1728 12288 
EPf1 OK41JlC240-4 2:114 16384 
EPf1 OK51JlC240-4 2880 20480 
EPf1 ll<51Jl1240-4 2880 20480 
EPF10K70RC2~ 3744 18432 

Show i1 'Avaiable devices' at 

Package: Any ~ 

Pn COld 240 ~ 
Speed~ade: 4 ~ 
Core voltage: 5.CN 

o1 Show advanced devices 

Figure 3.6: Assigning Device to Design 
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When the output of the functional simulation is checked to be correct, 

then timing simulation can proceed. Timing simulation is to determine how well 

a circuit performs in terms of speed. Therefore, in this type of simulation, it will 

consider the delay in propagating all the signals. After timing simulation is done, 

propagation delay for the simulated design can be determined from the simulation 

report. 

Shown in the diagram below, Figure 3.7, is the Simulator tool window 

with the timing simulation mode selected. 

S Simulator Tool LJ[QJ~ 

SinUalion mode: Timi'lg 

r:=--E I.I'ICtional-:-:--. ;---------,~ 
SinUation~ 

~ usi'!g Fau Tirn!\g Model 
Silmiation period 

• Rl.l'l siWation t.llli al vector stiJd are used 

End simtJation at _j 

SinUation options 

v Automaticaly add pm to sirulation outplA waveforms 

Checkoutpt.b 

Set\4) and hold tine violation detection 

Gich detection: 

Start J 

l 

0"4 
00:00:00 

0 0pen J 

Figure 3.7 : Timing Simulation Window 
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Figure 3.8 is an example of timing simulation output. Notice that the 

output is delayed for a while. 

Figure3.8: An Example of Timing Simulation Output 
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The flow chart below, Figure 3.9, summarizes the detailed project flow. 

Yes 

Understand Design 
Concept 

Create Block 
Diagram 

Design using 
Verilog HDL 

Compile Design in 
Quartus 11 

Functional 
Simulation 

Timing 
Simulation 

Determine 
propagation delay 

Figure 3.9: Detailed Project Flow 

3.2 CAD Tool 

The CAD tool used in this project is Quartus II Web Edition Version 6. 
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CHAPTER4 

RESULT AND DISCUSSION 

4.1 Result 

In this section, the simulation results of the multipliers under study are 

analyzed. 

4.1.1 Ripple Carry Multiplier 

This section shows the simulation results for 2-bit, 4-bit, 6-bit and 8-bit 

Ripple Carry Multiplier. 

4.1.1.1 2-bit Ripple Carry Multiplier 

Shown below, Figure 4.1 is the simulation result of a 2-bit Ripple Carry 

Multiplier and the worst-case propagation delay time window, Figure 4.2 along 

with all the propagation delays in the design, Figure 4.3. 

MastetTineB~r. 

) < 

Figure 4.1 : Timing Simulation for 2-bit Ripple Carry Multiplier 
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The diagram below, Figure 4.2 shows the worst case propagation delay 

which is 20.7 ns. The propagation delay occurs from input a[ I] to output prod[3]. 

~ Complabon R.~ 

-~ l~ga Notlcr 
aLJ Flo· Summary 

all AO"· SettJnos 
ell Flo·· Non{)efault Globa Setting 

all F~o• Elapsed~me 
-~ Flo· Log 

< ) 

Figure 4.2: Worst-Case Propagation Delay Time 
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+ !;._1 As~b!er 
- ft J Tim1ng Analyzer 
~Summary 
all settngs 
~tpd 
a.~) 1•1essages 

20.700ns 
20.700ns 

None 20.500ns 
None 20.500ns 
None 20.500ns 
None 20.500 ns 
None 20.500ns 
None 20.500 ns 
None 20.500 ns 
None 20.400ns 
None 20.200ns 
None 20.200ns 
None 20.200 ns 

Figure 4.3 :Propagation Delay Time for the Design 

) 

Besides the propagation delay time, the number of logic elements for the 

design can also be obtained from the compilation report. For 2-by-2 Ripple Carry 

Multiplier, the number of logic elements is determined to be four. 
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4.1.1.2 4-bit Ripple Carry Multiplier 

Based on the timing analyzer report, the worst-case propagation delay is 

51.8 ns. It occurs between the time a signal is propagated from input b[O] to 

output prod[7]. Attached in Appendix 1 A is the simulation result for the 4-by-4 

bits multiplication process. From the compilation report, the number of logic 

elements used in this design is 29 which is less than 1% of the total logic 

elements available. 

4.1.1.3 6-bit Ripple Carry Multiplier 

From the timing analyzer report, the worst-case propagation delay time is 

90.8 ns. It occurs from input a[O] to output prod[ I 0]. Attached in Appendix 1 B is 

the simulation result for the multiplication process. For 6-bit Ripple Carry 

multiplier, the number of logic elements is 69 out of 3744 logic elements. This is 

about 2% of the total logic elements available. 

4.1.1.4 8-bit Ripple Carry Multiplier 

For 8-by-8 bits multiplication process, the worst-case propagation delay is 

124.0 ns. This occurs during the time a signal is sent from input a[O] to output 

prod[15l . Attached in Appendix I C is the simulation result for the multiplication 

process. In 8-bit Ripple Carry multiplication process, the number of logic 

elements used is 130 which is 3% of the total logic elements available in 

EPF I OK70RC240-4. 
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4.1.2 Carry Save Multiplier 

This section shows the simulation results for 2-bit., 4-bit, 6-bit and finally 

8-bit Carry Save Multiplier. 

4.1.2.1 2-bit Carry Save Multiplier 

The figure below, Figure 4.4 shows the result of the timing simulation for 

a 2-by-2 bit multiplication process which adopts the carry save multiplication 

method. There are 4 logic elements used in this design as determined in the 

compilation report. 

2110 nc • • Pointer. 41 4 nc lnlelvat 21-4 nc Start End 

·al ps 1:j:ns 2C PN 3t pns l: prs 50 pns ~ ;: rs 70 pns en pns 9C ;:ns lOC,Cns 
2C 2CC ns ... 

) < ) 

Figure 4.4 : Timing Simulation for 2-bit CS multiplier 

Figure 4.5 shows the worst propagation delay for the multiplication 

process which is 20.7 ns. The delay occurs between input a[l] to output prod[3]. 

~ C0"'1pi11!tlon Report A ~-Mill!!i!!Yi!!J!!! ... !J!!!!!jj!flloj 
a~ Legal ~loti~ 
at::! F1o·v Summary a. Flo· Settings a. Flo· t~-DefatJt 
a.l Flo· 8apsed '"':mt 
.lll&.a. .... _ --

) 

Figure 2.5 :Worst-Case Propagation Delay 
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Figure 4.6 displays all the propagation delay in the design . 

...J Comprll!bon Report 
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+ 5_J Analys•s & Synthes:s 

+ a_J F tter 
None 20.500ns b[l) proc(2) 
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aetJ Summary None 20.500m b[O) proc(l) 
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~tpd None 20.500m ~OJ proc(O] 
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None 20.200m a[O] prod(2) 

None 20.200m a[1) prod[1) 

None 20.200m b[O] prod( OJ 

Figure 4.6: Propagation Delays for the Design 

4.1.2.2 4-bit Carry Save Multiplier 

The worst-case propagation delay for a 4-by-4 bit Carry Save Multiplier is 

47.6 ns. The delay happens between input b[O] and output prod[?]. The 

simulation result is attached in Appendix 2A. The design has 28 logic elements. 

Since EPF10K70RC240-4 contains 3744 logic elements, this design uses less 

than 1% of the total logic elements. 

4.1.2.3 6-bit Carry Save Multiplier 

For the 6-by-6 bits Carry Save multiplication process, the longest 

propagation delay time is 70.9 ns. The delay occurs between input a[4] and 

output prod[?]. The simulation result is attached in Appendix 2B. For 6-bit Carry 

Save multiplier, the total number of logic elements used in the design is 71 which 

is about 2% of the total logic elements available in EPFI OK70RC240-4. 
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4.1.2.4 8-bit Carry Save Multiplier 

As for the 8-by-8 Carry Save multiplication process, the worst-case 

propagation delay associated with the design is determined to be 89.2 ns. The 

propagation delay takes place between input a[5] and output prod[15]. Attached 

in Appendix 2C is the simulation result. From the compilation report, the number 

of logic elements used in this design is 130 logics. This is about 3% of the total 

logic elements. 
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4.1.3 Wallace Multiplier 

This section shows the simulation result of 2-bit, 4-bit, 6-bit and 8-bit 

Wallace multiplication process. 

4.1.3.12-bit Wallace Multiplier 

Figure 4.7 shows the output from the timing simulation process. In Figure 

4.8, the propagation delay is determined to be 20.7 ns from input a[l] to output 

prod[3]. This design contains 4 logic elements as obtained from the compilation 

report. 

. ( 
Figure 4.7: Timing Simulation for 2-bit Wallace multiplier 

Figure 4.8 below shows the worst-case propagation delay in the design. 

Figure 4.8: Worst-Case Propagation Delay Time 
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Figure 4.9 display all the propagation delays that occur during the 

simulation of the design. 
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Figure 4.9 : Total Propagation Delay for the Design 

4.1.3.2 4-bit Wallace Multiplier 

For the 4-by-4 bit Wallace Multiplier, the worst-case propagation delay is 

determined to be 48.0 ns from input b[O] to output prod[6]. The simulation result 

is attached in Appendix 3A. The 4-bit Wallace multiplication process yields 28 

logic elements in the design which is less than 1% of the available total logic 

elements. 

4.1.3.3 6-bit Wallace Multiplier 

For 6-by-6 bits Wallace multiplication process, the worst-case 

propagation delay is 71.4 ns. The delay occurs between input b[4] and output 

prod[IO]. The simulation result is attached in Appendix 3B. For this design, the 
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number of total logic elements is 76. This is 2% of the total logic elements 

available in EPFIOK70RC240-4. 

4.1.3.4 8-bit WaUace Multiplier 

For the multiplication process of an 8-by-8 bit Wallace multiplier, it is 

determined from the report that the worst-case propagation delay is 87.8 ns. The 

delay occurs from input b[l] to output prod[IO]. Attached in Appendix 3C is the 

simulation results. The number of logic elements used in this design is 153 which 

are 4% of the available total logic elements. 

37 



4.1.4 Dadda Multiplier 

This section shows the simulation result for 2-bit, 4-bit, 6-bit and 8-bit 

Dadda multiplier. 

4.1.4.1 2-bit Dadda Multiplier 

Figure 4.10 shows the timing simulation result. Notice that the output is 

delayed for a while. For 2-bit Dadda multiplier, the design uses 4 logic elements. 
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Figure 4.10 : Timing Simulation for a 2-bit Dadda multiplier 

Figure 4.11 shows the worst-case propagation delay in the design. From 

the report, the delay is determined to be 20.7 ns from input a[l] to output prod[3]. 
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Figure 4.11 :Worst-Case Propagation Delay Time 
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Figure 4.12 shows all the propagation delays that occurred during the 

design simulation. 
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Figure 4.12 : Total Propagation Delay for the Design 

4.1.4.2 4-bit Dadda Multiplier 

Simulation of the 4-by-4 bits Dadda multiplier yields a worst-case 

propagation delay of 50.3 ns. The delay happens between input b[O] to output 

prod[6]. The simulation results are attached in Appendix 4A. From the 

compilation report, the number of logic element in the design is determined to be 

2 7 which is less than 1% of the total logic elements. 

4.1.4.3 6-bit Dadda Multiplier 

For 6-by-6 bits Dadda Multiplier, the worst-case propagation delay is 

determined to be 73.0 ns. The delay occurs between input a[4] and output 

prod[10]. The simulation results are attached in Appendix 48. For 6-bit Dadda 

multiplication process, the number of logic elements used in the design is 61 

which is about 2% of the total logic elements. 
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4. 1.4.4 8-bit Dadda M ultiplicr 

lhe simulation process of an 8-by-8 bits Dadda multiplier yields a worst­

case propagation delay of 88.5 ns. The delay occurs between input b[O] to output 

prodfl 0]. The simulation results are attached in Appendix 4C. In the 8-bit Dadda 

multiplication process, 157 logic clements are used. This is 4% of the total logic 

elements in EPF I OK70RC240-4. 

4.1.5 Implementation on FPGA 

The implementation on FPGA part of the project is successful. fhe UP2 

board which contains the FPGA EPF I OK70RC240-4 is connected to the 

computer via ByteBlaster II cable. The board is also connected to the power 

supply . Designs that have been created arc downloaded onto the 

EPFI OK70RC240-4 via the ByteBiaster II cable and the resulting outputs arc 

observed. The inputs of the multiplier are user-defined whereby the inputs are 

assigned to the DIP switches available on the UP2 board. The DIP switches give 

logic ·o· when they are pressed down and vice versa. The output of the multiplier 

can be observed through the seven-segment LEOs. The LEOs of the seven 

segment are active low which means that the LEOs light up when the output is a 

logic ·o· and turns off when the output is logic · J '. To observe the output 

waveforms that result from the FPGA, a monitor is connected to the board via 

VGA port. l lowever, even after proper settings have been done, no waveforms 

can be observed despite the correct outputs observed on the seven-segment. 

Appendix 5 shows one of the implementation results obtained. 
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4.2 DISCUSSION 

This section discusses the result shown in the previous section. 

4.2.1 Summary of Results 

Table 4.1 summarizes the results obtained from the simulation process. 

Nbits 

2 

4 

6 

8 

! 140 

-a 120 
c 

Table 4.1 : Propagation Delay 

Ripple Carry Carry Save Wallace 

20.7 ns 20.7 ns 20.7 ns 

51.8 ns 47.6 ns 48.8 ns 

90.8 ns 70.9 ns 71.4 ns 

124.4 ns 89.2 ns 87.8 ns 

Propagation Delay 
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0 100 +---------------- =--'----
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Figure 4.13: Propagation Delay Chart 

For the 2-bit results of each multiplier, it yields the same amount of 

propagation delay. This is because all 2-bit binary multipliers have the same 

adder architecture. 
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As the number of bits. n increases, propagation delays for all multipliers 

also increase as expected. Based on the table above, Ripple Carry multiplier has 

the worst performance among all four multipliers. This is due to the fact that one 

adder cannot begin the addition process until it receives the necessary carry in bit 

from the adder of the previous stage. 

Carr) save multiplier shows the best performance of all four multipliers 

analyzed. As mentioned in Chapter 2. carry save multiplier does not have to wait 

to begin the next partial product summation process as the carry bits arc 

forwarded to the next layer of adders. which explains the small propagation dela] 

experienced by this particular multiplier. 

As for both Wallace and Dadda multipliers. in order to compare their 

performance, the level of reduction must also be taken into account. llowever. 

during the designing stage, care has already been taken to ensure that both are 

reduced with the same number of reduction stages. From the results shown. the 

Wallace multiplier has a smaller propagation delay compared to Dadda multiplier 

although the difference is not really huge. 

I able 4.2 shows the number of logic elements used in the designs of 2-bit. 

4-bit. 6-bit and 8-bit multipliers. As shown in Table 4.2. Dadda multiplier uses 

the least logics out of the four multipliers studied up until the 6-bit multi pi ication 

process. For 8-bit multiplication process, both Ripple Carry multiplier and Carr] 

Save multiplier have the least number of logic gates which is 130 logic elements. 

Ilowever. between the two multipliers. Carr} Save wil provide better 

performance because it has the smallest propagation delay although same number 

of logic elements. 
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Table 4.2 : Number of Logic Elements 

Nbits Ripple Carry Carry Save WaUace Dadda 

2 4 4 4 4 

4 29 28 28 27 

6 69 71 76 61 

8 130 130 153 157 
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Number of bits, N 

Figure 4.14: Number of Logic Elements Chart 

43 



CHAPTERS 

CONCLUSION AND RECOMMENDATION 

5.1 Conclusion 

To conclude the report, the importance of adder speed is again stressed. 

Speed is a major contributor towards the successful implementation of a digital 

multiplier. As such, the speed factor must be addressed properly. A smaller 

propagation delay means the shorter time response for the multiplication. In this 

study, ripple carry multiplier has given the largest propagation delay and carry 

save multiplier has shown the smallest delay among all multiplers studied 

whereas Dadda multiplier has the least amount of logic elements up until 6-bit 

multiplication process. For 8-bit multiplication process, both ripple carry 

multiplier and carry save multiplier use the same number oflogic elements which 

is 130 logics. 

5.2 Recommendation 

This project can further be enhanced by adding several types of 

multipliers. The comparison between many types of multipliers will enable the 

industry to select the most reliable multiplier. Besides that, this project can also 

be expanded to compare these multipliers in terms of area and power 

consumption. Most multipliers usually come with advantages and disadvantages. 

One particular multiplier is able to yield small propagation delay but it can also 

be at a disadvantage in terms of area whereby it needs more space to 

accommodate a lot of logic elements. Therefore, it would be a great enhancement 

to the project if all aspects (speed, area and power) are taken into account. 

Another enhancement that can be done is to increase the number of bits compared 

to at least 64 bits to really be able to see the propagation delay of each multiplier. 
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Simulation Result for a 4-bit Carry Save Multiplier 
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Simulation Result for a 6-bit Carry Save Multiplier 
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Simulation Result for a 8-bit Carry Save Multiplier 

Timing Simulation for 8-bit Carry Save multiplier 
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Simulation Result for a 4-bit Wallace Multiplier 
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Simulation Result for a 6-bit Wallace Multiplier 

Timing Simulation for a 6-bit Wallace multiplier 

Worst-Case Propagation Delay Time 

Compdabon Report 

&; ~ Legal No bee 
at:r] FlO\\ Summary 

•• Flow Settings .J B• Flow Non-Qef~vlt Glob 71 400 nt 
•• Flow Elapsed Time None 70 500 ns 
-~ Flow Loo None 70 500 ns 4it...J Analys•s & Synthesas 

None 68 800 ns &;'..:J Fatter 
6 21 Assembler None 68 700 ns a[4] prod[1 1] ._j r rn.ng Analyzer None 68 700 ns a(4] prod(l 0] 

-~ Summary None 67 900 ns b(O) prod[1 1) 

a• Settings None 67 900 ns a(5] prod{11 ] 

~tpd None 67 900 ns b{O] prod(lO) 
S h Messages None 67 900 ns a[5) prod(10) 

None 67 900 ns b(3) prod(9) 

None 66 900 ns b(5] prod(1 1] 

None 66 900 ns b{5) prod{l 0) 

None 66100 ns a(4) prod(9) 

None 65 300ns b(O) prod(9) 

None 65 300ns a(5) prod(9) 

None 64 300 ns b(5) prod(9) 

None 63 400 ns b(l ) prod(11) 

< None 63 400 ns b[1] prod[10) 

Total Propagation Delay in the Design 

A-8 



APPENDIX3C 

Simulation Result for a 8-bit Wallace Multiplier 
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Simulation Result for a 4-bit Dadda Multiplier 

Timing Simulation for a 4-bit Dadda multiplier 
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Simulation Result for a 6-bit Dadda Multiplier 

Timing Simulation for a 6-bit Dadda multiplier 
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Simulation Result for a 8-bit Dadda Multiplier 

Timing Simulation for a 6-bit Dadda multipli€lr 
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IMPLEMENTATION ON EPF10K70RC240-4 

The figure below shows the output of the multiplication process of input bits 

of 0011 and 1100, observed on the seven-segment LEDs. The seven-segment LEDs 

are active low. The seven-segment shows the output to be 00100100 which is correct. 
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